ASSIGNMENT 5

1. **Maximum XOR of Two Non-Overlapping Sub-trees**

**PROGRAM:**

**class N:**

**def \_init\_(s, v):**

**s.v = v**

**s.c ,s.s= [],0**

**def b\_t(n, e, v):**

**t = [N(v[i]) for i in range(n)]**

**for x, y in e:**

**t[x].c.append(t[y])**

**t[y].c.append(t[x])**

**return t[0]**

**def s\_s(n, p):**

**s = n.v**

**for c in n.c:**

**if c == p:**

**continue**

**s += s\_s(c, n)**

**n.s = s**

**return s**

**def d(n, p, t, s):**

**m = 0**

**for c in n.c:**

**if c == p:**

**continue**

**m = max(m, d(c, n, t, s))**

**if n != p:**

**for x in s:**

**m = max(m, (t - n.s) ^ x)**

**s.add(n.s)**

**return m**

**def x\_t(n, e, v):**

**t = b\_t(n, e, v)**

**t\_s = s\_s(t, None)**

**return d(t, None, t\_s, set())**

**n = 6**

**e = [[0, 1], [0, 2], [1, 3], [1, 4], [2, 5]]**

**v = [2, 8, 3, 6, 2, 5]**

**print(x\_t(n, e, v))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAB0AAAAaCAYAAABLlle3AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAGJSURBVEhL7ZY/a8JAGMaf9mNoSMFbMwpSCkGhuGUQWqwOGXRqxa1OWdrhlqZ0kXR0cAgUCg5u0tKSUqXg2DVFbPVrtHfpWeNfTEUX/UHI3Zu7e/LmnvfIDiLxb6yZXXFfK1vRlbI5ovNLhhyieJLFcVTyur32HSit4B2TUxS9AiMlIcza88ZxZmfKBM3rLOQmhZpKsusUNtK4tXJiwBBPEBQZb1wS9PMAhh4RTycJeDgQmDUD3fM8yu5gGo/pcFIXqP9lRlC0dHQK/tiQ5feUxCG1X8YWd9Hp70NNiO4YgUQ13UCsbfuyZMiyt49BWEi0aDXg1BooxV5xRh9F9P8sJFou/BrJfGMGYUZSmBWWIcDndVGv5mD306PO7HbRC+2JzmIsbyT3GV+QoY1kT6BGW3CeRHeMmaK89hzrEhohIsKNVEGJLWZXP0SE46J0D6i+7BVmOKlWnVounLl1qiTyMI7SCIdEoN+CecNqz+9egWbwFxqcXFfI0AevPY3tn8NK2YqulE0RBX4ASCt5xjOkG/8AAAAASUVORK5CYII=)

1. **Minimum Cuts to Divide a Circle**

**PROGRAM:**

**def m\_c(n):**

**if n == 1:**

**return 0**

**if n % 2 == 0:**

**return n // 2**

**else:**

**return n**

**print(m\_c(4))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAQCAYAAAAbBi9cAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAD3SURBVDhPY2RQcvjPQAXABKUpBrgNUnZhyJ06j+HQ+l1gvLw6mUGHgREqiQlwGKTM0N1TxmB1chmDXaAbEGcyLGOwZpg2NQmnYdgNcoxjMD/TxRC5aA9U4C7D5tYkhtUM4QzxjlAhNIDdoP31DHatMEOIA8QHtmMjQyjDSoaF+6F8NECcQcrJDMtDGBi6++YxXGHAnloIGwQypMiaYVlfA8Pmu7iTHH6DgN5ZXiQHNCQZryEggNMgHZAhQO8sy8bvEhjAapBO3DyG6pBHDK0gQ5DCxLd6F0O3I/Z0hDWvgTSUmkA5aODkJHeG0v2YLhxKmZYkwMAAAFLpR4QIXhM5AAAAAElFTkSuQmCC)

1. **Difference Between Ones and Zeros in Row and Column**

**PROGRAM:**

**def d\_b\_r\_c(grid):**

**rows = len(grid)**

**cols = len(grid[0])**

**row\_ones = [sum(row) for row in grid]**

**col\_ones = [sum(grid[i][j] for i in range(rows)) for j in range(cols)]**

**result = [[0] \* cols for \_ in range(rows)]**

**for i in range(rows):**

**for j in range(cols):**

**ones = row\_ones[i] + col\_ones[j] - grid[i][j]**

**zeros = (rows - row\_ones[i]) + (cols - col\_ones[j]) - (1 - grid[i][j])**

**result[i][j] = ones - zeros**

**return result**

**grid = [[0, 1, 1],[1, 0, 1],[0, 0, 1]]**

**print(d\_b\_r\_c(grid))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAYwAAAAbCAYAAABvLbgFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAMjSURBVHhe7d2/S1tRFMDxY/8MWzs0q6MQqmAJiFuGTKJDhmRSSSnFdHlLHTKlm8ROFZohFhQyuImltNCK0KGDawptbf8N+15zY0rNjxObd+998fuBZ+Tmkdycc+J5ebkxU49Wn1y+P/siAAAMcsdcAgAwEA0DAKBCwwAAqNAwAAAqNAwAgIq6Yczm9+RD87i9BUtm9DrNfrOZolRrg2/HJSfzSy1JKejGbj8oyqxMmSu7soGJbbRPPmVG7dHWgYarOiC//U1CfrV8rj9tHdiul5FeYfxsrstiblkWKydmpLe++6WKsl/bk8zMN3l9eGoGPeJqfuEfk+qLNbn/qdKOW25dGrIiu7WC2aHrqBJdvywbzQszYp+2DvpyFmfyq5HY/GoloP60dWC7Xuyekmq9ktXNguzUT+TcDHnF1fxaJ1LOFaT8rtUZCAthXc6mF6SUun4UmnjO4kx+reB53pvvcVHgPQwAgAoNw1PZfCDpzw3ZaV2aEUwS8oskomF4phS9GdY8lnL6o2xU3ppRTAryiyS7FQ3j75UE1zbPVnDsbLbfFK2eLUhQK/RcSeOrJMXZFfIbH+ovfreiYXRWEvTcbroSJFYtOaoXpPFrRYL8AzPmv+TF2RXyGwfqL35eN4yrNeGeHh0wPztcPQ7yawdxTg6vG0YmfS/8eSEHb/w81zuu+f0pyNq2ZFPdD95kw7Hy3Kk06l/NyOh8j5+Wq8dBfu3w/XFMSpzHwW7DiD64EnXqaHv8UGTuWfv3cKtm/jmXG+47Px1e2lxJ4mh+5/WCbBx+l7WnL6/ur5z+IdWt53IkN7xtF/HTclUH5NcOV/nVcjW/Ue7XU+ovUIqOkgKpyGq98+Gj3rT7DZXZDoM6IwdbRf+eEBHH8xsa55jmN7b8armKM/k1IzFzHOehfK8Dw1beRnqFcTdnjpCGnMvT7jdIdj7swD4ePRmu5tdZCbKbi14m9xfn/MaRXy1ncSa/E51fLe/rQLnfuPAVrQAAlVuxrBYA8P9oGAAAFRoGAECFhgEAUKFhAABUaBgAAJXhDSP6LuKa+V8q4dbvu4gBAJNM5DccMR6vLXbMjwAAAABJRU5ErkJggg==)

1. **Minimum Penalty for a Shop**

**PROGRAM:**

**def m\_p(c):**

**y = c.count('Y')**

**n = len(c) - y**

**min\_p = n**

**p = 0**

**m\_t = 0**

**for i, ch in enumerate(c):**

**if ch == 'Y':**

**p -= 1**

**else:**

**p += 1**

**if p < min\_p:**

**min\_p = p**

**m\_t = i + 1**

**return m\_t**

**print(m\_p("YYNY"))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABIAAAAQCAYAAAAbBi9cAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAD3SURBVDhPY2RQcvjPQAXABKUpBrgNUnZhyJ06j+HQ+l1gvLw6mUGHgREqiQlwGKTM0N1TxmB1chmDXaAbEGcyLGOwZpg2NQmnYdgNcoxjMD/TxRC5aA9U4C7D5tYkhtUM4QzxjlAhNIDdoP31DHatMEOIA8QHtmMjQyjDSoaF+6F8NECcQcrJDMtDGBi6++YxXGHAnloIGwQypMiaYVlfA8Pmu7iTHH6DgN5ZXiQHNCQZryEggNMgHZAhQO8sy8bvEhjAapBO3DyG6pBHDK0gQ5DCxLd6F0O3I/Z0hDWvgTSUmkA5aODkJHeG0v2YLhxKmZYkwMAAAFLpR4QIXhM5AAAAAElFTkSuQmCC)

1. **Count Palindromic Sub sequences**

**PROGRAM:**

**def d\_b\_r\_c(grid):**

**rows = len(grid)**

**cols = len(grid[0])**

**row\_ones = [sum(row) for row in grid]**

**col\_ones = [sum(grid[i][j] for i in range(rows)) for j in range(cols)]**

**result = [[0] \* cols for \_ in range(rows)]**

**for i in range(rows):**

**for j in range(cols):**

**ones = row\_ones[i] + col\_ones[j] - grid[i][j]**

**zeros = (rows - row\_ones[i]) + (cols - col\_ones[j]) - (1 - grid[i][j])**

**result[i][j] = ones - zeros**

**return result**

**grid = [[0, 1, 1],[1, 0, 1],[0, 0, 1]]**

**print(d\_b\_r\_c(grid))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABUAAAARCAYAAAAyhueAAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAADjSURBVDhPY2RQcvjPQGXABKWpCoaRoTpx8xiWr9/FcAiIl1cnM+gwMEJlcAO8hoIMrGZoZYgMdGOwA+LWx9YM1XFKUFncAI+hygzxgY8Zli26B+UzMFxZ1MpwzDyOwZeAa3EbquzAIHPmMMNmBuQUd5fhwTNLBjtHKBcHwG2onByDNJRJKiAYUeQAOhv66BHDUyl5KIc0gNvQuwcYnjDIocW0MoOdyXGGQ/uhXBwAj/fvMpSuYWCwQ0qXOnHVDDLrF6GlCExAsJTyrZ7HUGoiA2Y/PdPFENm6B8zGB4ZK0cfAAACynzZhMruV+AAAAABJRU5ErkJggg==)

1. **Find the Pivot Integer**

**PROGRAM:**

**def p\_i(n):**

**t = (n \* (n + 1)) // 2**

**s = 0**

**for i in range(1, n + 1):**

**s += i**

**if s == t - s + i:**

**return i**

**return -1**

**print(p\_i(8))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAA8AAAAUCAYAAABSx2cSAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAEVSURBVDhPY2RQcvjPQCZggtJkgVHNJALsmpVdGLqnzmM4tH4XGC+Pc4FKoALMeHZsZFgeIstwbE0rw+T9d6GC2AGazUAbQxgYlmUnE9QIAiiadeKiGBjWNDBsZiAu0aFodjRnYHj0SIkhtxrm33kM3XHKUFlMgKQZosiqqJrBimEZQ1agO4NdYCvDIdk4hm5HRrAcOkDSrMggJyXDIM1wlKG1dS/DFbDT7zJsbj0MNNEZogQNIGm+DyafnjwA1QgFyvIMMlLyUA4qQNJ8l2Hh+icM0rKKUD4SePYQykAFKAF2ZdEyhpMmZUA/QgMJlFiKrBmeHNsL4aMBzEQC1lDGYC4F4jxhOLm+laF0EfY4H6iShIEBAMkpThnVAkdYAAAAAElFTkSuQmCC)

1. **Append Characters to String to Make Subsequent**

**PROGRAM:**

**def a\_c(s, t):**

**i = 0**

**for c in s:**

**if i < len(t) and c == t[i]:**

**i += 1**

**return len(t) - i**

**print(a\_c("coaching", "coding"))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAAZCAYAAADE6YVjAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAADMSURBVEhLY2RQcvjPQGPABKVpCkYtIQmMWkISGEyWKDPkTt3FcGh9I4MvAyNUjHhAnCWOcQyhDE8YnkK5pAIiLFFm6M6zZDh58iiUTzogaIlOXDWD+bOVDKXk20HIEheG+EAGhtV986B88gBeS3yryxjMzyxjmHyXsoIatyXKyQxRJk8YVq/YCxUgH+CuTxwbGQ4BIxwTHGfoDmxg2MxAvO+Ir7SAPlveI8ewjEQLQICIJEw5IMonoNweKgXl0DS4KAB0Ca5RS0gADAwARNEyyT9xZpUAAAAASUVORK5CYII=)

1. **Remove Nodes From Linked List**

**PROGRAM:**

**class L:**

**def \_init\_(s, v=0, n=None):**

**s.v = v**

**s.n = n**

**def r\_n(h):**

**d = L(0)**

**d.n = h**

**s = []**

**c = d**

**while c:**

**while s and s[-1].v < c.v:**

**s.pop()**

**s.append(c)**

**c = c.n**

**for i in range(len(s) - 1):**

**s[i].n = s[i + 1]**

**s[-1].n = None**

**return d.n**

**def l\_t\_a(l):**

**a = []**

**while l:**

**a.append(l.v)**

**l = l.n**

**return a**

**h = L(5, L(2, L(13, L(3, L(8)))))**

**r = r\_n(h)**

**print(l\_t\_a(r))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIwAAAAZCAYAAADja8bOAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAODSURBVGhD7ZrPSxtBFMe/7Z8RNVD3mmMgNEFxqdhTDgFLmhwiJKcY4iE0veyh9bAXIx6U2JMBc9gYFDzkVLGkKCoBj15T0Or+G+1Mdjau+UF23R1jYD6wZGcW8l5mvm/e26dvMLvwDwKBTd6yT4HAFkIwAkcIwQgcIQQjcIQQjMARQjACRwjBCBwxsg8TSFWwG5s2BtcbmFdPjXtGVDlBMcgGJnodq7kKbsCxxSMtIl9I4pPP8O3hug5V5WyTEZAzWFmOI6T3r0cX6t9n4l/wpf2TkFcUi90NYvdXn13rvj0cZ5Goto3BCGydMPQL52NLQxentf3ReG5euT3OCyOhtPkV4ZbGbGahIYLdchoBEgPckDKolSuQZ26xf3TFJgdAxFLaTMJ/qVr8i3f8402+rFjsLkH9m4SSmmVPH2moxvPV43s2Y4/JTElyCiESOYmqKeA2WYA0DsmmrMhsigftPSRyaewQuzdsaiDtUxRjaRSbZtRS/7Jo+SLIS3wFHcaFxS5wU9VwH0t5FkiTKZjmt+GpQMAVTwQTWvuJs+MT4yqv842iYcjr+IQ69pts/MqIphRyKmrYaXNM1eQE1PSeU0yeA7arnpUIrgVj5sLutXUOf2HvZUVDa4tloLT1MkWvE/JlI5CKoQuskuKTN40DrbP+NWKT1lu15TsSRH/YU/d4n5JI/t5vAeFIf6HFBSqWQgTa1nc0eEbvM9nJ0UDKotSKQOFdlNOXgcIcznIZJEjw0norceTHrvKBPXfPZNYwJiQN1Qp+IpbMqxTLI6ToraZJuogPfGPxDGkB07hDw3rKNs/RCs4h+pqL3nczrG/TA+3pdOocZZHNPJ8AFQtJQ1pu9MnipV0eeOqffstuTE5xp7NbD3AlmM4PJUVuVJLYDC3uKigGr6BV+/OmHKJCusfhgbtcTu0qJDerVCyWaKLNqJLcH0le2bXLuNYF7d+49CWf1I80sML6+dNTxwW2Or0K1KGdwG7X02eMH/Q6SRGV/qintcZmHFMDusVOGdhdZtAmYrFpse2h3e53saGVXrt0XRSyLlNsXaBfkaJ8wGnopX8dFkmhbe2AD+70moza315cC8Y2ROlnazM4/JLh+2rZy7js2mXM/jndX1spaSr2w3WOjYbfA7z7EAMYl127jG1dyClN97T7d0KbiH8CFzhisl+rBS+OEIzAEUIwAgcA/wG+uJOpspKkNwAAAABJRU5ErkJggg==)

1. **Count Sub arrays With Median K**

**PROGRAM:**

**def c\_m\_k(a, k):**

**n = len(a)**

**m\_i = a.index(k)**

**d = {0: 1}**

**b = 0**

**c = 0**

**for i in range(m\_i, n):**

**if a[i] < k:**

**b -= 1**

**elif a[i] > k:**

**b += 1**

**c += d.get(b, 0) + d.get(b - 1, 0)**

**d[b] = d.get(b, 0) + 1**

**d = {0: 1}**

**b = 0**

**for i in range(m\_i - 1, -1, -1):**

**if a[i] < k:**

**b -= 1**

**elif a[i] > k:**

**b += 1**

**c += d.get(-b, 0) + d.get(-b - 1, 0)**

**d[-b] = d.get(-b, 0) + 1**

**return c**

**print(c\_m\_k([3, 2, 1, 4, 5], 4))**

**OUTPUT:**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABsAAAAWCAYAAAAxSueLAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAEgSURBVEhLY2RQcvjPQCfABKXpAgaZZcouDN1T5zEcWr8LjJfHuUAlSAf448yxkWF5iCzDsTWtDJP334UKkg/w+AzooxAGhmXZyVSxCARwWqYTF8XAsKaBYTMD9RIrTssczRkYHj1SYsithsXXPIbuOGWoLHkAh2UQQ62KqhmsGJYxZAW6M9gFtjIcko1j6HZkBMuRA3BYpsggJyXDIM1wlKG1dS/DFXBQ3mXY3HoY6AJniBIyAA7L7oPJpycPQC2CAmV5BhkpeSiHdIDDsrsMC9c/YZCWVYTykcCzh1AG6QBnArmyaBnDSZMyYBxBEwUocxdZMzw5thfCJwPgz9RgC8oYzKVAnCcMJ9e3MpQuIj/PjZb6VAGjllEFDFfLGBgA63tOHXU1yTIAAAAASUVORK5CYII=)